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1 Introduction

Heaving buoys are currently very interesting with regard to renewable energy. More specific, heaving buoys, in general also called Wave Energy Converters (WECs), can be used to extract wave energy from ocean waves. In order to extract a considerable amount of wave power, large numbers of WECs are arranged in farms.

Prior to the analysis of farm effects, the fluid characteristics around a single WEC have to be understood in detail. Computational Fluid Dynamics (CFD) is able to solve the viscous flow field in three dimensions around a floating object. OpenFOAM® (2014) is selected as a suitable CFD package to investigate the flow field around and the response of a heaving buoy in an incident wave field. OpenFOAM is a robust and advanced open source CFD package. The two phase flow solver with dynamic mesh handling, interDyMFoam, is available in OpenFOAM. Wave generation and absorption are implemented in the IHFOAM toolbox (Higuera, 2013a, 2013b). Being open source, it enables the user to develop a coupling strategy with another far field solver to reduce the computational cost of a simulation of an entire farm.

There are several issues regarding the simulation of floating bodies in a dense fluid with CFD which form the subject of the present contribution. Key issues are related to the convergence of the motion solver and the coupling between the motion and fluid solver.

2 Numerical framework

In the current paragraph, a concise description of the numerical setup is given, focusing on the solvers and toolboxes used for the case studies selected.

2.1 Fluid solver

The two phase interDyMFoam solver, developed for dynamic mesh handling, is based on the interFoam solver for static meshes. The flow field is calculated using the incompressible Navier-Stokes equations. The solver makes use of the Volume over Fluid (VoF) method to track the interface between the two fluids. The VoF method is an excellent tool in the field of coastal engineering to simulate complex free surfaces deformations, including wave breaking. interDyMFoam combines the VoF method and a mesh deformation solver. The mesh is deformed according to the motion of a rigid body. The motion of the body is determined by a motion solver, introduced in the next section.

The motion of a floating body will generate radiated waves. The wave height dampens out when the wave travels further away from the body. When these radiated waves hit the boundaries of the computational domain, reflection should be avoided. Therefore the IHFOAM toolbox (Higuera, 2013a, 2013b) is used to absorb the waves at the boundaries by a specific boundary condition. The absorption methodology is based on shallow water theory. The validity of the underlying assumption, shallow water, will be evaluated during the numerical simulations. As mentioned in Higuera (2013a), the absorption condition works relatively well for waves outside the shallow water range. However, a careful assessment of the suitability of the method is still desirable.

2.2 Motion solver

For the cases studied here, the buoys are restricted to move solely in the upward and downward direction. Only one degree of freedom is considered, the heave motion, instead of the general six degrees of freedom.

The standard motion solver in OpenFOAM uses a second order accurate leapfrog scheme to calculate the velocity and the position of the object based on the acceleration (Dullweber, 1997). The acceleration is derived from Newton’s second law.
2.3 Coupling strategy

The fluid solver and motion solver are coupled to simulate rigid body motions. The coupling is explained by following the methodology inside the interDyMFoam solver of OpenFOAM-2.3.1, which is visualised in the flow chart provided in Figure 1. At the start of a certain time step, the motion solver is called first, represented by the dashed box in Figure 1. Different functions are evaluated inside that motion solver. Details about “Update position” and “Update acceleration”, which are based on a leapfrog scheme, are given in paragraph 4.2. In between the “Update position” and “Update acceleration”, the total force (i.e., pressure, viscous, weight and acceleration forces) on the body is calculated. After the new position of the rigid body is determined, the object is moved to its new position (“Move object”). Next, the mesh is deformed and moved (“Move mesh”) where the new position of the rigid body serves as a boundary condition. When the mesh is moved to the new position, the reference mesh is always the one obtained from the previous time step. After the new mesh is obtained, the fluid solver is started. First, the field flux is corrected, followed by the VoF method to track the free surface. Thereafter, the PIMPLE algorithm solves the momentum and pressure equations to calculate the velocity field and the pressure field. If the maximum number of PIMPLE iterations is not reached, a new iteration is started within the same time step. Otherwise, a new time step is triggered.

The motion state of the rigid body (i.e., acceleration, velocity, centre of mass) from the old time step is stored when the function “New time” is called to access it during the new time step.

The coupling between the fluid and motion solver is regulated by multiple PIMPLE iterations in every time step. This is because the motion state and the flow field are calculated one after the other. The purpose of these iterations is to obtain a solution where the motion state of the object is in equilibrium with the flow field at a certain time step. The implicit iterations between the fluid and motion solver are only implemented since OpenFOAM-2.3.x. The number of iterations is key to faster simulation times. The stronger the coupling, the lower the number of iterations, the faster the simulation speed. Therefore, a strong coupling between fluid and motion solver must be achieved.

3 Test cases

Two different case studies are presented to explain some principle ideas regarding the motion and the force on a floating body. The first geometry is a 3D floating buoy which solely operates in heaving mode. Figure 2 visualises a slice of the hexahedral grid structure around the heaving buoy.

Due to the complex mesh structure around a heaving buoy, a simplistic 2D floating body is used as a second test case: a floating block in a two-dimensional situation which again only moves in the

![Flow chart of the interDyMFoam solver](image_url)
heave direction. A definition sketch of the second test case is provided in Figure 3. The mesh structure consists of a dense hexahedral Cartesian grid. Compared to the buoy shown in Figure 2, the width of the object in Figure 3 is deliberately chosen larger than the height in order to reveal the deficiencies of the present numerical implementation (see further).

![Figure 2: The hexahedral mesh structure around a heaving buoy (3D). The thick horizontal solid black line at the left figure indicates the initial free surface.](image)

Figure 3: A definition sketch showing the geometry of a 2D floating block ($\rho_{\text{block}} = 200$ kg/m$^3$). The initial draft is 0.75 m and the position of the centre of mass (CoM) is located in the middle of the block.

![Figure 4: Total vertical force on a heaving buoy (Figure 2) in function of the time. The dashed circle shows a detail of the spikes in the total force.](image)

4. Results and solver optimization

4.1 Force on a floating body

The force on a floating object is determined for a free decay test. In that particular test, the floating object is placed out of equilibrium leading to a damped oscillatory motion until all the forces acting on the object are in equilibrium. Numerical results for the free decay test of a heaving buoy (Figure 2) show spikes in the total force acting on the floating object, as indicated in Figure 4. These spikes are not expected because the total force on the object during a free decay test is theoretically described by a sinusoidal function multiplied by an exponential decay which is per definition a smooth function. The spikes disappear in the graph expressing the position of the centre of mass of the heaving buoy in function of the time, as shown in Figure 5. However, the position is the second derivative of the acceleration which is in itself a linear function of the total force on the floating object.

![Figure 5: Centre of mass in the Z-direction of a heaving buoy (Figure 2) in function of the time (reference $Z = 0$ m is equal to the initial Still Water Level).](image)

These observations have led to a more profound analysis of the motion solver implemented in OpenFOAM. In the remaining part of the paper, the geometry is changed and simplified from a heaving buoy, Figure 2, to a 2D floating block operating in heave, Figure 3.

4.2 Leapfrog scheme instability

The leapfrog scheme originally programmed in the motion solver consists of three subsequent steps to update the motion state (for the heave motion only):

- Update position:
  \[
  v_{i+1}^{n+1/2} = v^n + 0.5 \cdot \Delta T^n \cdot a_i^{n+1} \quad (4-1)
  \]
  \[
  CoM_{i+1}^{n+1} = CoM^n + \Delta T^{n+1} \cdot v_{i+1}^{n+1/2} \quad (4-2)
  \]

- Calculate the total force acting on the body:
  \[
  f_{\text{global}}(i+1) = \sum_{j} p_j A_j + \sum_{j} \tau_j A_j - m \cdot g \quad (4-3)
  \]

- Update acceleration:
  \[
  a_{i+1}^{n+1} = \frac{f_{\text{global}}(i+1)}{m} \quad (4-4)
  \]
  \[
  v_{i+1}^{n+1} = v_{i+1}^{n+1/2} + 0.5 \cdot \Delta T^{n+1} \cdot a_{i+1}^{n+1} \quad (4-5)
  \]

in which $n+1$ is the current time step, $i+1$ is the current PIMPLE iteration, $v$ is the velocity of the body, $CoM$ is the centre of mass of the body, $\Delta T$ is the time step, $f_{\text{global}}$ is the total force acting on the body, $p_j$ is the pressure acting on each boundary face.
around the body, $\tau$ is the shear stress acting on each boundary face around the body, $A_i$ is the area of a boundary face, $m$ is the dry mass of the body and $g$ is the gravitational acceleration.

According to Birdsall & Langdon (2004), the leapfrog scheme is stable for a fixed time interval. In order to rule out any problems related to a variable time step, all simulations hereafter are performed using a fixed time step for the entire simulation time.

First, the originally implemented leapfrog scheme is analysed by a free decay test of the case study given in Figure 3, a 2D floating block. The number of PIMPLE iterations is set to 25 and a fixed time step of 0.005 s is used. Due to instability problems, relaxation of acceleration is set to 0.1. A more detailed description regarding acceleration relaxation is given in the section 4.3. Figure 6 and Figure 7 show the total vertical force on the 2D block, respectively as a function of the iterations and as a function of the time. In general, the forces are converging in a certain time step (Figure 6). It means that the body and fluid motion are in equilibrium after 25 PIMPLE iterations. However, the main problem is related to the converged value of the total force in every time step. As shown in Figure 7, large oscillations in the total force on the floating block between the different time steps are observed. Again, these spikes are not expected in the beginning of the simulation because the total force during a free decay test should be smooth and follow a damped cosine function.

**Figure 6:** Total vertical force on the 2D block in function of the iterations for a fixed time step of 0.005 s.

![Image](image6.png)

**Figure 7:** Total vertical force on the 2D block in function of the time for a fixed time step of 0.005 s.

![Image](image7.png)

The results presented in this section show that a fundamental problem exists in the implementation of the motion solver. Theoretically, the leapfrog scheme is an explicit scheme. However, equation (4-1), which is originally implemented in OpenFOAM, has an implicit character. This is because the acceleration from the previous iteration of the same time step, $a_{i}^{n+1}$, is used to update the $CoM$ at the current iteration of the same time step, $CoM_{i+1}^{n+1}$. This is opposite to the theoretical formulation of the leapfrog scheme, which uses the acceleration from the previous time step, $a^n$ (Dullweber, 1997). Therefore equation (4-1) is rewritten to:

$$v_{i+1}^{n+1/2} = v^n + 0.5 \cdot \Delta T^n \cdot a^n \quad (4-6)$$

It means that the leapfrog scheme is made explicit because the acceleration from the previous time step, $a^n$, is used to calculate the position at the current time step, $CoM_{i+1}^{n+1}$. This also means that the time consuming fluid solver is only needed once in every time step because the position of the object remains constant in a certain time step.

The implementation of equation (4-6) is checked by using a mock-up fluid solver where in the first instance the force on the object is analytically determined by the upward hydrostatic force and the downward weight of the body:

$$f_{global} = \rho_w \cdot V_{wet} \cdot g - m \cdot g \quad (4-7)$$

in which $\rho_w$ is the density of water, $V_{wet}$ is the underwater volume of the floating object, $A_{wet}$ is the horizontal water plane area and $\Delta z$ is the distance between the $CoM$ at time step $n+1$ and the $CoM$ in equilibrium. The first line in equation (4-7) can be rewritten to the second line by some basic geometrical considerations. Newton’s second law is used to derive the acceleration of the object:

$$a^{n+1} = \frac{f_{global}}{m} = -\frac{\rho_w}{m} \cdot A_{wet} \cdot g \cdot \Delta z$$

$$= -\frac{\Delta z \cdot \rho_w \cdot g}{\rho_b \cdot h_b} = -\Delta z \cdot k \quad (4-8)$$

in which $\rho_b$ is the density of the floating block, $h_b$ is the total height of the block and $k$ can be seen as constant value.

Numerical results for the acceleration (eq. (4-8)) of the 2D block are provided in Figure 8. One iteration in every time step is performed. The figure shows the acceleration in function of the time. The progress of the acceleration matches the expectations, starting at a maximum value and going downward without any spikes. It proves that the leapfrog scheme based on equation (4-6) is working correctly without any issues regarding stability or convergence.

**Figure 8:** Vertical acceleration of the 2D block in function of the time for a fixed time step of 0.005 s.
4.3 Added mass instability

As mentioned in paragraph 4.1, the simulation of a 2D floating block failed when the width of the object increases with respect to the height. The reason for that phenomenon is probably due to an added mass instability. A possible solution was to use relaxation of acceleration.

In the present implementation, an explicit leapfrog scheme is used inside the motion solver (eq. (4-6)). Starting from the following equation:

\[ m \cdot a + m_a \cdot a = -\Delta z \cdot k \cdot m \]  \hspace{1cm} (4-9)

in which \( m_a \) is the added mass and the right hand side is the force (hydrostatic part and weight of the block) derived from equation (4-8). Compared to equation (4-8), the term \( m_a \cdot a \) is added to account for the acceleration force of the fluid on the object. This is a better approximation to the reality than equation (4-8) because all the fluid dynamics are incorporated in equation (4-9), except for the viscous forces (damping forces).

Equation (4-9) can be rewritten to:

\[ a_i^{n+1} = -\Delta z \cdot k - \frac{m_a}{m} \cdot a_i^n \]  \hspace{1cm} (4-10)

in which \( a_i^{n+1} \) is the acceleration at time step \( n+1 \) and \( a_i^n \) is the acceleration from the previous time step. Three different numerical simulations are performed to check the influence of the added mass \( m_a \). Again, only one iteration for every time step is simulated. Figure 9 shows the numerical results for the acceleration (eq. (4-10)) of the 2D block in function of time for respectively \( m_a/m = 0.5 \), 1.0 and 1.5. In case \( m_a < m \), the oscillation in acceleration damps out. For \( m_a = m \), the oscillation remains constant. For \( m_a > m \), the oscillation increases and the simulation fails.

![Figure 9: Vertical acceleration of the 2D block in function of the time where \( m_a/m = 0.5 \) (a), 1.0 (b) and 1.5 (c).](image)

A possible solution to obtain a stable result is to rewrite equation (4-9) to an implicit formulation:

\[ a_i^{n+1} = -\Delta z \cdot k - \frac{m_a}{m} \cdot a_i^{n+1} \]  \hspace{1cm} (4-11)

in which \( a_i^{n+1} \) is the acceleration at the current iteration of time step \( n+1 \) and \( a_i^n \) is the acceleration from the previous iteration in the same time step. Also relaxation of acceleration is needed to reach a converged solution via a stable way in every time step, independent of the value of the relaxation factor. A smart way of applying relaxation exist in literature, related to the added mass effect (Söding, 2001):

\[ a_{relax}^{n+1} = \frac{m \cdot a_i^{n+1} + m_a \cdot a_i^n}{m + m_a} \]  \hspace{1cm} (4-12)

\[ = a \cdot a_i^{n+1} + (1 - a) \cdot a_i^n \]

in which \( m \) is the dry mass of the body, \( m_a \) is the added mass and \( a \) is the relaxation factor. The value of the relaxation factor is strongly coupled to the value of the added mass \( \alpha = m_a/(m+m_a) \) and will determine the way how to reach a converged time step. This is explained with Figure 10, Figure 11 and Figure 12 where the acceleration (eq. (4-12)) of the 2D block is given in function of the time or number of iterations. The added mass is set equal to the dry mass of the object \( m_a = m \), a fixed time step of 0.005 \( s \) is used and 20 iterations per time step are performed. In Figure 10, the value of the relaxation factor is equal to 0.5, which is exact \( m_a/(m+m_a) \). Only one iteration is needed to reach convergence in the acceleration. In case the relaxation factor is 0.75 (Figure 11), convergence of the acceleration is reached with oscillations. This is opposite when a relaxation factor of 0.25 is used (Figure 12). Then, convergence of the acceleration is reached homogeneously without oscillations. The converged value of acceleration in every time step is the same for the three different relaxation factors presented. However, the way to reach convergence over the iterations for a certain time step is different. The same observations are obtained when the added mass increases (e.g. \( m_a = 9m \)). However, the stability region is narrower which means that the relaxation factor should not deviate too much from \( m_a/(m+m_a) \).

It proves that for the method presented, the value of the added mass should be known sufficiently accurate in case of significant added mass effects. Söding (2001) proposes a strategy to calculate the added mass based on a non-linear least squares method to obtain a converged time step after three implicit iterations. The trick is to understand that the total force on the object is dependent on the acceleration, linked by the added mass.

![Figure 10: Vertical acceleration of the 2D block in function of the time \( m_a/m = 1.0 \), relaxation factor = 0.5.](image)
Figure 11: Vertical acceleration of the 2D block in function of the number of iterations \((m_a/m = 1.0, \text{relaxation factor } = 0.75)\).

Figure 12: Vertical acceleration of the 2D block in function of the number of iterations \((m_a/m = 1.0, \text{relaxation factor } = 0.25)\).

5 Research topics under investigation

The coupling between the fluid and motion solver has to be analysed to the finest details. The acceleration must be calculated based on the force obtained with a real fluid solver (eq. (4-3)). The value of added mass should be determined accurate to obtain a stable simulation leading to a converged solution. Söding (2001) could serve as a guideline to calculate the added mass. However, the added mass instability is only significant for a wide object (e.g. Figure 3) but maybe it can be important for a 3D heaving buoy. What will happen if (extreme) waves are added to the numerical model? The motion solver may become unstable for a single heaving buoy. Therefore the presented research aims to develop a general motion solver which operates in all conditions for an arbitrary geometry. With only a relatively small effort, a complete six degrees of freedom motion solver can be developed.

The theoretical leapfrog scheme needs a fixed time step to be stable. However, a time step varying according the Courant number could lead to significant faster simulation times.

For coastal engineering purposes, the radiated wave field at a considerable distance from the buoy is important. However, there are some indications that propagation of radiated waves is a difficult problem in numerical studies using VoF methods. The start point of the propagation is the quality of the generated radiated waves. The quality is directly linked to the performance of the motion solver and the coupling between the motion and fluid solver. When waves are going to be generated at the inlet of the computational domain, two different wave fields are combined. The incident and radiated waves have both a different time and length scale which can be a challenge for a numerical study.

6 Conclusions

The aim of the paper was to present a thorough review of the interDyMFoam solver, especially the motion solver. Some pitfalls in the implemented methodology came up and were described. A new implementation has been presented and used to describe an academic case study of a 2D floating block.

The paper presented is a trigger to develop a stable motion solver for an arbitrary object. The added mass effect should be included. An introduction to the added mass instability was presented. A fast converging methodology is found in Söding (2001) which seems to be worth to investigate within OpenFOAM. A successful implementation would lead to a low number of implicit iterations, minimal three, together with larger time steps.
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